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Abstract

Software development projects are increasingly geographical distributed with offshoring. Co-sourcing is a highly integrative and cohesive approach, seen successful, to software development offshoring. However, research of how dynamic aspects of trust are shaped in co-sourcing activities is limited. We present a case study of how the co-sourcing relationship between a certified CMMI-level 5 Danish software company and an offshoring supplier can be conceptualized as an Abstract System. An Abstract System is a dis-embedded social system (such as banking) that is trusted despite lack of detailed understanding or personal trust relations. The paper suggest how certain work practices among developers and managers can be explained using a dynamic trust lens based on Abstract Systems, especially dis- and re-embedding mechanisms.
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1 Introduction

Global competition, need for flexibility and resources with new types of expertise as well as reduction of costs drives software developing companies to engage in geographical distributed software projects (Lacity et al., 2009, Persson et al., 2009). Companies may pursue these opportunities by engaging in co-sourcing, where an outsourcing provider and a client meld their IT competencies to accomplish the clients work (Kaiser and Hawk, 2004).

Nevertheless, as in other business engagements there are issues of trust associated with this practice. While software companies can improve their business processes by the use of CMMI (capability maturity model, integrated (Team, 2010) ), the trust issues related to offshoring may still be present. Therefore, more studies on the dynamic interactions between offshoring, firm capabilities, and emergent models of IT outsourcing are needed for understanding how to manage trust in development projects. Earlier studies identified trust factors in traditional supplier-client offshoring relationships (Kelly and Noonan, 2008, Westner and Strahringer, 2010, St John et al., 2013) and dynamic aspects of trust in dedicated information systems implementation projects (Schlichter, 2010a). However, available research is limited on how trust is maintained in a co-sourcing relationship. More specifically, research of how trust is managed in software development offshoring from a company with the highest CMMI level is limited. Leading us to the following research question:

How is trust maintained in co-sourced software development?

This paper presents how Systematic, a certified CMMI level 5 software company, perceives trust issues in a co-sourcing environment across two countries involving the offshoring provider Conscensia. First, the paper introduces the theoretical background on dynamic trust in distributed settings. The research approach section describes the case, data collection, and data analysis. The findings section presents our analysis of the actors’ perceptions of trust to co-sourced software
development as an Abstract System. Hereafter we discuss how our analysis address the research question and contributes to previous research. Finally, we summarize the conclusion of the paper.

2 Theoretical Background

This section provides a theoretical and contextualised introduction to offshoring, co-sourcing, and related trust issues.

2.1 Offshoring and co-sourcing

Offshore outsourcing involves cross-organizational transactions by the use of external agents to perform one or more organizational activities (Dibbern et al., 2004). In software development, this transaction can apply to everything from the use of contract programmers to third-party facilities management.

Offshoring setups may pursue high levels of cohesion, interdependency, and integration, while other setups pursue high levels of independence and low coupling among sites. In the pursuit of high cohesion, companies may co-locate the software developers (Persson, 2013, Šmite et al., 2010) adopt agile methodologies (Jalali and Wohlin, 2012, Persson et al., 2012) and strive for virtual team setups with high levels of trust (Siebrit et al., 2009, Söderberg et al., 2013). In addition to the widespread virtual team conceptualization (Curseu et al., 2008, Ebrahim et al., 2009, Martins et al., 2004, Powell et al., 2004, Schiller and Mandviwalla, 2007), the high cohesion approach in software development offshoring has been conceptualized as co-sourcing (Kaiser and Hawk, 2004). Kaiser and Hawk (2004) define co-sourcing as an outsourcer and client melding their IT competencies to accomplish the client’s work. Based on a case study from the financial industry Kaiser and Hawk (2004) suggest five steps involving engagement, commitment, interchange, co-sourcing, and alignment. The goal of alignment in outsourcing means alignment between the two firms in commitment and values through mutually orientated adaptation of strategy and organization (Kaiser and Hawk, 2004). However, available research provides limited explanation of how a high cohesion strategy such as co-sourcing shapes trust in the software development process for offshoring.

The processes of software development have different conceptualizations of the ideal practice at the operational level. One of these is the CMMI for development (Team, 2010), which prescribes 5 levels of maturity ranging from initial, managed, defined, and quantitatively managed, to optimizing at level 5. Elevating the CMMI certification at the client organization is a suggested best practice in offshoring (Rottman and Lacity, 2006). Specifically to close the process gap between client and supplier organizations (Rottman and Lacity, 2006). At one point in time more than half of the firms worldwide that were certified at level 5 were in India (Matloff, 2005). However, a CMMI level 5 supplier certification provides no guarantee of successful offshoring (Matloff, 2005). Interestingly, CMMI has been combined with agile methods even though the two approaches may be contradictory in some aspects (Persson, 2010, Santana et al., 2009, Turner and Jain, 2002). Our case company show a such successful combination of CMMI level 5 and Scrum (Sutherland et al., 2008a). The adoption of agile methods in offshoring reflects a high cohesion approach to offshoring, that has several accounts of success (Persson et al., 2012, Sutherland et al., 2008b).

Trust is a key construct in outsourcing to an unknown workforce since a ‘trusted’ partnership is needed. Especially ‘techie’ to ‘techie’ relationships promotes trust (Ägerfalk and Fitzgerald, 2008). Even though a vast amount of research in outsourcing and trust is published in the leading Information Systems journals, only few papers directly addresses aspects of outsourcing in an offshore setting. The majority of these papers address trust in relation to contractual relationships between legal entities but not how actors establish trust into a team based software development process. E.g. they research how trust between business partners can be seen as one of the factors that determines how development-outsourcing projects are contracted, managed and priced to address i.e. risk (Gefen et al., 2008).
2.2 Trust

The success and failure of virtual teams (e.g. distributed software development groups communicating mainly through information and communication technologies (ICTs)) is contingent upon trust. This contingency is because trust functions like the glue that holds and links virtual teams together. Virtual teams need to build trust swiftly at the very outset. However, past studies on virtual teams also found that the trust in virtual teams appeared to be fragile. Thus, maintaining trust is as important as to build it (Kanawattanachai and Yoo, 2002). Traditional control mechanisms imported from a face-to-face communication environment are less effective in an ICT-mediated communication environment (Piccoli and Ives, 2003). Virtual teams are a particularly fruitful ground for gaining an understanding of how trust moderates, rather than directly affects, outcomes. Contextualized views of trust in global virtual teams are there for called for (Jarvenpaa et al., 2004). The effects of using trust as a managerial intervention depends on the situation and conditions (Schlichter and Rose, 2013). In situations with weak structure, managers may attempt to change the level of trust. Increases in trust are likely to have a direct, positive impact on a team member’s attitudes and perceived outcomes. In situations with moderately strong structure, increases in trust are likely to have contingent impacts through other factors. In situations with strong structure, increases in trust are likely to have little or no effect on work outcomes (Jarvenpaa et al., 2004). Team members’ frequent communication in the team provides reassurance that others are attending to the task and increases a member's early trust in the team and feelings of cohesiveness’ (Jarvenpaa et al., 2004). Once individuals accumulate sufficient information to assess a team member’s trustworthiness, the effects of swift trust declines and knowledge-based trust formed by team members’ behaviours (perceived ability, integrity, and benevolence) become dominant. The use of ICT increase perceived risk of team failure, which reduce the likelihood that team members engage in future trusting behaviours’ (Robert Jr et al., 2009).

Emotional (e.g. trust) issues of outsourcing relations related to software development have not been in focus and thus are in need of further studies (Kelly and Noonan, 2008). However, no framework explains how trust is maintained when co-sourcing from a mature (CMMI level 5) software development organization. Thus, we present a dynamic trust framework (Rose and Schlichter, 2012) as the analytical lens for investigating co-sourced software development from a CMMI level 5 certified software company. Below, we introduce trust issues related to outsourcing, virtual teams and presents the lens of Abstract Systems (Giddens, 1990) to establish a frame for conceptualizing dynamic trust in these settings.

We focus on the managers’ trust in the co-sourced software development process (the ‘abstract system’) to reach their expected goals. Abstract systems are combinations of technical means, procedures, professional expertise and other structures. Examples of this are legal and banking systems those actors approach and uses despite their limited detailed understanding of how they work. They trust them. This trust in abstract systems enables dynamism in modern societies, by allowing social individuals to act with confidence in the absence of personal knowledge of, or contact with, the structures, people, and actions embodied in the system. As a direct consequence, trust in abstract systems allows e.g. the use of a bank without detailed knowledge of its procedures or established relationships with its employees. Abstract systems are thus disembedding mechanisms, enabling time-space distanciation and providing security and guarantees to their users. An abstract system is a means to stabilize relations across time and space — ‘something to trust in’ (Walsham, 1998). Trust in abstract systems produces dynamism in society by allowing individuals to proceed in situations of uncertainty, freeing (mental) resources and enabling social interactions across time and space. The absence of such trust forces social actors to take many actions to reduce risk and uncertainty, to control situations by face-to-face interactions and confidence-building measures, and to set in place procedures and regulations to govern social interactions (Giddens, 1990), as rephrased by (Schlichter, 2010b). We adapt the following principle analytical constructs related to trust derived from Giddens by Schlichter & Rose (2013) as structured in figure 1.
- Abstract system – dis-embedded social system trusted despite lack of detailed understanding or personal trust relations
- Trust – in persons and in abstract systems.
- Time-space distanciation – the ability of a social system to function over time and space without the physical co-presence of its social actors, sustained by trust.
- Dis-embedding, re-embedding – processes where an abstract system is removed from immediate close contact, and temporarily made personal again.
- Access point – a point where a lay person makes contact with the abstract system.
- Chronic reflexion – constant evaluation of our social situation and actions (including the trustworthiness of people and abstract systems).
- Ontological security - confidence in the robustness and sustainability of self-identity and belief in the continuity of social practice, sustained by trust in people and abstract systems.

**Figure 1:** Construct relationships in Giddens’ account of trust in abstract systems (Schlichter and Rose, 2013)

We claim that the outsourcing relationship in the present co-sourced development project can be understood as an Abstract System and hence that trust can be analyzed using the above-mentioned constructs.

3 Research Approach

This section presents the case and its related context followed by an explanation of how we collected and analysed data. The case study approach is in the terms of Cavaye (1996) single case with
interpretive use of qualitative data for discovery. This interpretive research approach allowed us to investigate how co-sourcing shapes trust in offshoring in its organizational and cross-cultural context as socially constructed and thus open to several interpretations by organizational actors but also to us as researchers (Klein and Myers, 1999, Walsham, 1995, Walsham, 2006).

3.1 The case

The software company Systematic, established in 1985, have more than 450 employees at offices in Denmark, the United Kingdom, the United States, Australia, Germany, Finland, and Sweden. Systematic is the largest privately owned Danish software development company and is one of few European companies that since 2005 reached and sustained a CMMI level 5 certification (Pries-Heje et al., 2008). Especially larger public organizations often require a high maturity level. Their later addition of the agile method Scrum in 2006 supposedly enhanced the productivity with a factor two (Sutherland et al., 2008a), even though some research claim that CMMI can be in conflict with agile methods as Scrum (Santana et al., 2009, Turner and Jain, 2002). Scrum is an iterative and incremental development approach where planning is concurrent to the development activities and the work is divided into smaller chunks called sprints. Each sprint is planned to be self-contained leading to a new running version on the road to the final software product (Jakobsen and Sutherland, 2009). Systematic has outsourced system development activities offshore for some years, primarily with a cost-reduction focus, with varying degree of success. In 2010, Systematic initiated cooperation with the offshore company Conscensia and in autumn 2012, they bought 25 % of the company. Conscensia is a Danish company established in 2006 selling facilitation of software development offshoring to Ukraine (cities of Lviv and Kiev).

The case study takes its offset in one of the divisions of Systematic following the development of one of the main product lines. Software development is done by more than 100 developers in seven groups all divided into one or more teams where each team is staffed by both Danish and Ukrainian developers. We focused on two teams: Team F (20 persons, 7 in Ukraine) and Team H (35 persons, 10 in Ukraine). The Ukrainian software developers reside in facilities belonging to the Danish service provider Conscensia. Conscensia provides offices including infrastructure, finding, and recruitment of competences matching the clients’ needs. Their human resource effort involves both technical and interpersonal skill based recruitment as well as local facilitation of the software developers (e.g. coaching, cultural training, career advisory, and assistance with communication across countries). Conscensia has two delivery managers in Lviv (A and B) with reference to the Vice President (VP) of Global Delivery and a Chief Operating Officer (COO) with reference to the chief executive officer (CEO). The CEO and the VP are situated in Denmark. A local IT department manager, a Recruitment Manager and a Career Advisor, supports the COO. In all, more than 100 developers are situated in the Lviv premises.

The two Systematic teams, supported by Delivery Manager A, develop mission critical software, primarily based on .Net and Java. Both teams apply Scrum in their development process and they sit in their own open offices at each location. The teams use IntelliJ / IDEA as Integrated Development Environment, Rational Team Concert (RTC) to manage source code, and Concurrent Version System (CVS) to manage documentation. Lync facilitates the majority of communication, such as live calls and shared screens. Daily scrum meetings are held for 15 minutes in the morning in dedicated rooms using large screens and laptops showing each other’s environments. The teams are organized with a product-manager and headed by a project manager and a scrum-master for each sub-team.

3.2 Data collection

The data collection included document studies and individual semi-structured interviews with team members and management from both Systematic and Conscensia. We initiated the case study with informal meetings with managers in Systematic (in Denmark) and Conscensia (in Ukraine) in spring 2012.
2012. To get an overview of the overall organization, we did exploratory interviews with managers and developers in the early summer 2012 in Lviv. We developed an interview guide based on this explorative phase focused on their offshoring challenges and alleviation strategies. This guide supported our semi-structured interviews in Lviv and Denmark autumn 2012, spring 2013 and spring 2014. The pilot interviews conducted with managers of Consensia and a couple of software developers brought about several changes to the interview guide such as framing and focusing questions for software professionals. They furthermore provided an understanding of the environment and the challenges faced by the organizations and helped identify additional candidates for interviewing.

We interviewed four members off each team with different roles and nationalities as well as managers from Consensia and Systematic. After interviewing the Danish side of the case, we interviewed the Ukrainian side once more to qualify observations and challenge provisional findings. The interviews lasted from 40 to 60 minutes; they were recorded and fully transcribed verbatim. To ensure correct information regarding e.g. use of technology and to maintain good relations with the interviewees the transcriptions was sent for verification. We did 19 interviews combined with informal meetings. In addition to the interviews, we photographed the premises (offices and facilities for scrum-meetings) and collected supporting documents such as organograms, sketches of workplaces, presentations, and product descriptions. The present trust research, focus on eight interviews with four participants from team A. The interview guide (appendix 1) was quite open addressing risks and indirectly areas related to trust, but was not directly based on the trust constructs form figure 1.

3.3 Data analysis

We analysed the interview transcripts and documents to uncover the involved participants’ attention to trust related to co-sourced software development. Searching for deviations from established theory by approaching the analysis as a critical dialogue between the theoretical frameworks (the Schlichter & Rose model in figure 1) presented in the background section and our empirical work (Alvesson and Kärreman, 2007). To identify incidents or perceptions related to offshoring and trust, we searched and coded the transcripts in NVivo (Bazeley, 2007). We coded statements pertaining to trust issues and grouped them to reveal patterns or other findings. For further triangulation, managers in Systematic and Consensia reviewed the analyses, which lead to a few corrections providing alternative interpretations and questioning of findings (Klein and Myers, 1999). In the following, we present our findings based on the model of dynamic trust (Schlichter and Rose, 2013) (figure 1) for co-sourced software development.

4 Findings

In this section, we present the project manager’s trust issues related to the co-sourced development process. For each of the eight trust constructs in figure 1, we identified relations of trust and the associated constructs in the case (table 1), primarily from our interviews with management, but also enlightened by software developers in the teams.
### Table 1: Abstract Trust Constructs observed in the case

<table>
<thead>
<tr>
<th>#</th>
<th>Trust construct</th>
<th>Frequency</th>
<th>Issues related to the trust-construct</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Technical means</td>
<td>6</td>
<td>The use of electronically scrum boards</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Video conferencing – screens and com.</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Rational Team Concert software</td>
</tr>
<tr>
<td>2</td>
<td>Procedures / structures</td>
<td>13</td>
<td>The SCRUM approach to system development</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>CMMI-5 procedures followed</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Support structure at Conscensia</td>
</tr>
<tr>
<td>3</td>
<td>Professional expertise</td>
<td>7</td>
<td>Education of staff</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Earlier experience from outsourcing</td>
</tr>
<tr>
<td>4</td>
<td>Individuals and groups</td>
<td>2</td>
<td>Basically all the actors and groups: Teams, Projects, Managers, Developers,</td>
</tr>
<tr>
<td>5</td>
<td>Time-space distanciation</td>
<td>7</td>
<td>The Co-located team meetings</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Work on same sprints from different locations.</td>
</tr>
<tr>
<td>6</td>
<td>Access point</td>
<td>2</td>
<td>Staffs PC’s with tools</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Scrum-meetings and other project meetings</td>
</tr>
<tr>
<td>7</td>
<td>Dis-embedding and re-embedding</td>
<td>30</td>
<td>The use of CMMI-5</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Risk alleviation techniques</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Contact through video-conferences</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Social gatherings and Country visits</td>
</tr>
<tr>
<td>8</td>
<td>Chronic reflection</td>
<td>9</td>
<td>Thoughts on how co-sourcing developed in different settings</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Learning process at team leads</td>
</tr>
<tr>
<td>9</td>
<td>Ontological security</td>
<td>2</td>
<td>The actors firm confidence on the stability of the setup.</td>
</tr>
</tbody>
</table>

First, we argue that observations from the case confirms that a co-sourced development process can be conceptualized as an Abstract System hence allowing us to apply the analytical framework presented above (Figure 1). An Abstract system is a dis-embedded social system trusted despite lack of detailed understanding or personal trust relations. The social system in consideration for our case study is an abstract system that is developing software. The abstract system is *used* by the management represented by a set of actors: The project manager and the deputy director. These *users* (named ‘lay-persons’ according to the Abstract System vocabulary) does not have a full and complete understanding on what’s going on during the actual software development process but trusts the abstract system which *underpins* it – as well as the abstract system *relies* on this trust. The trust is *dynamic*, influences in both directions. A set of artefacts, i.e. form of technical embodiments (contracts, agreements, IT-based tools) *constitutes* the abstract system which also includes humans (software developers) and well-established procedures (i.e. CMMI-5). In the present conceptualization, managers are the actors approaching the abstract system.

Figure 2 models the dynamic aspects of trust in the Conscensia/Systematic case, as an abstract system of a co-sourced development project. The model illustrates how the actor, the project manager, interacts with the development project through both face work interactions, configuration workshops, and faceless interactions as well as own configuration work using own computer.
The conceptualisation in Figure 2 show how the generic abstract trust constructs from the case analysis (table 1) can be contextualised.

Two constructs (Dis-embedding and Re-embedding) calls for special interest since the case company pursues a high level of task distribution, and hence a higher level of trust in the co-sourced software development process (Schlichter and Persson, 2013). An analysis related to these two constructs is presented below in more detail. The department manager’s emphasis on access to more flexible and lower cost resources than found domestically as a main driver for co-sourcing in Systematic, guided this analysis.

4.1 Dis-embedding

Dis-embedding is the lifting of social relations out of immediate context of personal relations that becomes stabilized across time and space. We observed several indications of dis-embedding in the case, where the abstract system of software development (the ‘sprints’) executes across the different locations (the ‘time-space’ distanciation) to the managers satisfaction. As stated by one of the team leads: "We have an integrated set up so I don’t split our teams into a Lviv team and a Aarhus team, we are more like a single team but just located in different locations." (Team lead A).

One example of the dis-embedding mechanisms is the structured set of procedures (e.g. the CMMI-5 procedures applied) framing the development process:

“I have a possibility to compare this with my previous places of work. The company I was working at, it was my first company, I was working there for three years and they also got some CMMI certification but I don’t think that processes were used on this company so much as they are on ‘Systematic’ and I can see that it really just works. We follow the defined process and I think it helps in our daily work, we just know what to do and how to do.” (Team lead).
Another dis-embedding mechanism is the activities by the offshoring company Conscensia, both in form of cultural difference training: (Software developer); in form of day-to-day on-site support to the development process and local HR processes, e.g.: “We have some performance talks with <them>, but this is mainly taken care of the <Conscensia>HR department in Ukraine with my input” (Systematic manager).

Our observations from the case show how the structured development processes and on-site support from the hosting company are dis-embedding mechanisms enabling the actors trust into the software development process.

4.2 Re-embedding

Re-embedding are processes where an abstract system, removed from immediate close contact, temporarily is made personal again. From the interviews, we see two examples of temporary personalisation. The first is the physical movement of staff between Systematics premises in Ukraine and Denmark:

“[We go to Denmark sometimes] Yes, I think that our cooperation is going quite well and I think this is one of the main reasons for that is because we meet in person even though LYNC is a great tool it cannot replace live communication. Yes, so we do travel. We have some people from Danish side coming here to Lviv. I think actually in common I’m going three times a year….For one to two weeks.” (Team lead).

The team lead state that this face-to-face contact cannot be replaced by on-line communication, even though the use of on-line communication, e.g. in form of the tool LYNC somehow also serves re-embedding purposes by giving the interaction a physical touch:

“We do that by video-calls. At both locations, we have webcams at the desks so we can see the person we are talking with. Not because we do not know him, but it is always nice to see the face – to see how he reacts when told about a mistake – to see if he becomes crossed about it or still smiles” (Manager A) and ”one of the most important is Microsoft LYNC which we are using for communication and for our video calls, video meetings, and just for messaging. I think this is one of most important as well.” (Team lead).

Our observations from the case show how trust is re-established through the personal (face-to-face) interactions supported by physical movement and video-calls. These re-embedding mechanisms compensates for the lack of completely dis-embedded structures.

5 Discussion

In this paper, we report an interpretive case study to answer the research question: How is trust maintained in co-sourced software development? We found that co-sourced software development can be conceptualized as an Abstract System. Trust in this Abstract System was notably maintained by dis- and re-embedding mechanisms. Dis-embedding was facilitated by the SCRUM and CMMI-5 processes and the structures provided by the offshoring company. Re-embedding was facilitated through physical gatherings (moving staff between Ukraine and Denmark) and videoconferencing. This study show the usefulness of the model of dynamic trust (Schlichter and Rose, 2013) in explaining the maintenance of trust in software development offshoring. Maintenance of trust is a key challenge in offshoring with virtual team setups (Siebdrat et al., 2009, Söderberg et al., 2013) that needs to be understood as a concurrently interpersonal and structural phenomenon. Our findings suggest that trusting a high cohesion strategy to offshoring such as co-sourcing (Kaiser and Hawk, 2004) is not only explained through re-embedding but also dis-embedding by other processes and structures. In the Systematic/Conscenscia case these defined process were Scrum and CMMI-5.
(Sutherland et al., 2008a), however other processes may also facilitate dis-embedded trust to co-sourcing.

Previous IS research have to a large extend addressed trust in relation to contractual relationships between legal entities, not how actors establish trust into a team based software development process. E.g. researching how trust between business partners can be seen as one of the factors that determines how development-outsourcing projects are contracted, managed and priced to address i.e. risk (Gefen et al., 2008). Our study provides a contextualized view of trust (see Figure 2) called for in global virtual team research (Jarvenpaa et al., 2004). Based on the model of dynamic trust (Schlichter and Rose, 2013) and the corresponding findings from our case study, we suggest that such a contextualized view of trust can be understood in terms of: Technical means, procedures / structures, professional expertise, individuals and groups, time-space distanciation, access point, Dis- and re-embedding, chronic reflection, and ontological security (Table 1). These abstract trust constructs, may be used in future studies to investigate how trust is maintained in different offshoring contexts for software development.

Trust is an emotional issue in software development offshoring that needs further studies (Kelly and Noonan, 2008). Our contextualized model of dynamic trust in co-sourcing based on a mature (CMMI level 5) software development organization as the case contributes to this call for research. (Kelly and Noonan, 2008) studied trust in offshoring with a very opaque development process. We present how trust in a case with a very well defined development processes is not only dis-embedded but also frequently re-embedded in ways similar to their “relationship work”.

Previous research also suggests that the use of ICT increased perceived risk of team failure, which reduced the likelihood that team members would engage in future trusting behaviours (Robert Jr et al., 2009). However, our findings suggest that re-embedding through not only physical gatherings but also videoconferencing is a central component in maintaining trust in a co-sourcing relationship. Thus, our findings support that team members’ frequent communication increases trust in the team and feelings of cohesiveness’ (Jarvenpaa et al., 2004). However, while Jarvenpaa et al. (2004) argues that situations with strong structure, increases in trust are likely to have little or no effect on work outcomes, management in Systematic were highly attentive to maintaining trust in their offshoring relationship with Consensias developers in Ukraine.

6 Conclusion

Based on an interpretive case study, we conclude that the co-sourced software development process can be conceptualized as an Abstract System and that the conceptualization provides insight into the intrinsic dynamic trust relations. We claim that trust is maintained in co-sourced software development by the use of dis- and re-embedding mechanisms:

- The formal process of SCRUM and CMMI-5 and the facilitation management (cultural training / HR support / general process support) done by the offshoring company provides structures and hence a high level of dis-embedding
- Re-embedding is provided through physical gatherings (moving of staff between Ukraine and Denmark) and videoconferencing.

We acknowledges the need for a more in depth analysis and hence description of the presented constructs and their relationships. During the next phase of our research we will refine the model given in figure 2 as well as dig deeper into how specific aspects of the software ecology influences trust during the software development process.
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Appendix 1: Except of the interviewguide

1) Introduction (to the setting, small talk to assure relaxed situation, since last time)
2) Task Distribution
   a. How are tasks specified?
   b. Who specifies tasks?
   c. What do you do if you don’t understand a task?
   d. What do you do if you do not know how to solve a task?
e. How are tasks divided across sites?
f. How do you coordinate task dependencies between sites?

3) Trust Issues
   a. What influences your beliefs in the successful completion of a project?
   b. How can this change?
   c. What is a successful project?
   d. Are there any differences in how you trust different actors in the project?
      i. How / Why?