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Modelling of Context: Designing 
Mobile Systems from Domain-
Dependent Models 
Peter Axel Nielsen and Jan Stage 
Department of Computer Science, Aalborg University, Denmark  
{pan, jans}@cs.aau.dk. 
Abstract. Modelling of domain-dependent aspects is a key prerequisite for the 
design of software for mobile systems. Most mobile systems include a more or 
less advanced model of selected aspects of the domain in which they are used. 
This paper discusses the creation of such a model and its relevance for technical 
design of a mobile software system. Conventional approaches to modelling of 
context focus either on the application domain or the problem domain. These 
approaches are presented and their relevance for technical design of software for 
mobile systems is discussed. The paper also reports from an empirical study 
where a methodology that combines both of these approaches was introduced and 
employed for modelling of the domain-dependent aspects that were relevant for 
the design of a software component in a mobile telephone. The empirical study 
was conducted in two companies that produce software for mobile telephones. 
The resulting models of domain-dependent aspects are presented, and the 
experiences from the modelling process are discussed. It is concluded that a dual 
perspective based on both of the conventional approaches is relevant for capturing 
the aspects that are necessary for creating the domain-dependent models that are 
integrated in a mobile software system. 

1 Introduction 
Mobile software development challenge the modelling activities that precede the 
technical design of a software system. The context of a mobile system includes a 
broad spectrum of technical, physical, social and organizational aspects. Some of 
these aspects need to be built into the software. Selecting the aspects that are 
needed is becoming increasingly more complex with mobile systems than we 
have previously seen with more traditional information systems.  
Lyytinen and Yoo [1] identify several drivers towards more and more mobile 
environments which they term the nomadic information environments. These 
include: mobility where the computing service follows the user rather than the 
user comes to the computing service, digital convergence where the 
standardization of services across platforms increases accessibility and 
networking, and mass scale where devices and mobile services will be available at 
significantly lower costs. In their survey of the new challenges for research on 
mobile systems, Lyytinen and Yoo [1] argue for several research agendas of 
which one is “How do we design and integrate sets of personalized mobile 
services that support users’ task execution in multiple social and physical 
contexts?” [1]. 
The context of a mobile system includes technical, physical, social and 
organizational domains. These dynamically changing domains in which mobile 
systems are used can be modelled for two reasons. First, we need to build selected 
aspects of these domains into the software. Without a representation of certain 
aspects from these domains, the mobile system cannot provide the services that 
users are requesting [2]. In this sense, a mobile software system is domain 



dependent. For example, a GPS system needs an internal representation of the 
place where it is currently located. This representation is designed from models of 
selected aspects of the relevant domains in which the system is used. The GPS 
system is primarily dependent on the physical and technical domains. This kind of 
modelling is a primary concern for many conventional software engineering 
methods. Second, the process of designing a mobile system is based on an 
understanding of the domains in which it will be used. For the GPS system, the 
design of the physical appearance and the features of the system require an 
understanding of the activity of a prospective user and the social and 
organizational domains in which this user will be acting. Therefore, such aspects 
are modeled to ensure that the designers have them available when needed. This 
kind of modelling is a primary concern for many design methodologies such as 
participatory design, user centered design and contextual design. 
Both of these approaches are necessary in sorftware development. Yet the 
challenges of each approach when developing software for mobile systems are 
staggering, and combining the two is even more demanding. Clemmensen and 
Nørbjerg [3] state that software engineering and the user-centered approaches that 
deal with human-computer interaction and usability are based on different 
theories and cannot be integrated. They argue that the standard software 
engineering methods are fairly ignorant of human-computer interaction issues, 
e.g. the Rational Unified Process [4] has little to say on design of human-
computer interaction or usability design. It has, however, been argued that even 
though the two worlds are currently separated, it is realistic to try to bridge or fill 
that gap [5]. 
In this paper, we are specifically focusing on the former approach, i.e modeling of 
the domain-dependent aspects that will be built into the software. The purpose is 
to explore to what extent conventional approaches to modeling of domain-
dependent aspects are relevant for and how they can be combined in the design of 
mobile software systems.  In the following Section 2, we present conventional 
approaches to modeling of domain-dependent aspects. Section 3 presents the 
empirical study of domain-dependent modeling we have conducted in two 
software organizations. In Section 4, we present the results of the study with focus 
on the relevance of modeling approaches and the challenges of modeling domain-
dependent aspects of mobile software systems. The broader aspects of the results 
are discussed in section 5 where we also compare to the results obtained in other 
studies related to mobile systems. Finally, Section 6 provides the conclusion. 

2 Conventional Modelling Approaches 
Software engineering methods that deal with modelling have different focus and 
perspective [6], and Avison and Fitzgerald [7] distinguish between process 
modelling, data modelling and object modelling.  

2.1 Process Modelling 
Process modelling base design of a software system on a model of the way 
in which a specific work process is carried out. The aim is that the 
software system will partly or fully automate the work process that is 
modeled. 
A typical methodology within this approach is “Structured Analysis and 
Structured Design” (SASD). The first presentation of data flow modeling 
which was the core of this approach was DeMarco [8] that came out in 
1979 and the first coherent method was Yourdon [9] from 1982. A more 
recent version is [10]. 



2.2 Data Modelling 
Data modeling was developed as an abstract approach to database design 
as opposed to a direct focus on physical design. The classical reference is 
Date [11] that was fist published in 1977, and it is now in the eight edition.  
This approach focused on the data that were processed in the user 
organization, and it was closely related to the relational database as the 
implementation platform and diagramming techniques of which the entity-
relationship model [12] was most prominent. 

2.3 Object Modelling 
The concept of classes and the idea of focusing on classes and objects 
stem from Simula programming language developed by Nygaard and 
Dahl, cf. [13]. In 1975, the concepts were also proposed for modelling 
through the Delta system description language that extended Simula [14].  
In the early 1980s, Jackson launched the Jackson System Development 
method (JSD) for analysis and design [15]. The basic concept is “entity” 
but the term is clearly inspired by object-oriented thinking. Since classes 
and objects are not clearly differentiated, it is not possible to describe 
structural connections. The method’s strength is that it introduces an event 
concept for describing entity dynamics. None of these methods gained 
substantial influence as modeling approaches. 
The first significant methods for object-oriented analysis and design 
emerged around 1990. One stream of methods originated from object-
oriented programming, e.g. [16] and [17]. A different stream of work 
originated from system development, e.g. [18], [19] and [20]. Some of 
these methods were joined into the “The Unified Software Process” [21] 
and later “The Rational Unified Process” (RUP) [4]. This method 
development was complemented with creation of a modeling language 
“Unified Modelling Language” (UML) of which the first version was 
standardized in 1998 [22]. 
For business applications as well as for technical applications object-
oriented modelling has become a dominant paradigm. The advancement of 
UML and several strong object-oriented programming languages like 
Java, C++ and C# have pushed further in that direction. 

2.4 Modelling for Technical Design 
The three approaches approaches presented above all provide 
methodological guidance for turning the results of the modeling activities 
into a technical design. In this sense, they build the aspects that have been 
modeled into the system. 
The process modeling approach takes its point of departure in the way 
users work. This relates more generally to a focus on this domain: 
•  Application domain: The individual persons or roles and the 
organization that administrates, monitors, or controls a problem domain. 
The application domain is where the users are and do whatever they do 
when they use the system. For an air traffic control system, the application 
domain is in the control tower where the controllers perform their air 
traffic control. The controllers monitor the traffic on the screen, decide on 
interventions, and direct the flights in their air space.  
With the process modeling approach, the domain-dependent aspects are 
elicited from the application domain and built into the system through the 
activities in which the software functions are designed. 



The data modelling approach takes a different point of departure by 
focusing on the data that people work with in the user organization. It has 
been argued that this was a much more stable foundation for software 
design than the way in which the users worked, e.g. [15]. The data 
modeling approach relates more generally to a focus on this domain: 
•  Problem domain: The part of the context that is administrated, 
monitored or controlled by a system. 
The problem domain is part of what is outside the system (i.e., in the 
context). For an air traffic control system the problem domain is that part 
of the context constituted by flights, departures, aircrafts, aircrafts’ 
positions and trajectories, changed altitude, changed speed, etc. 
Everything that the controller in the tower needs to know about to control 
the air space effectively is in the problem domain. It is fundamental to air 
traffic control that the controller watches the aircrafts’ positions and 
trajectories on a large monitor displaying data from the radar system rather 
than looking out the tower’s windows with a pair of binoculars. The 
system creates and maintains the controllers’ view of their air space and it 
is there crucial that the model of the air space (i.e., the problem domain) is 
in accordance with the controllers’ professional language and competence. 
With the data modeling approach, the domain-dependent aspects are 
elicited from the problem domain and built into the system through the 
activities in which the database and the related software are designed. 
The object modeling approach is more varied. Some of the methods, in 
particular the early ones, are focusing on the problem domain, e.g. [17], 
[18] and [19]. The RUP methods is completely opposite as it departs from 
use cases which are descriptions of the application domain. 
Rumbaugh et al. [20] is the only classic object-oriented method that 
emphasizes both the problem domain and the application domain. Two of 
the three fundamental models are the class diagram, emphasizing the 
problem domain, and a description of functions by means of data-flow 
diagrams from structured analysis, emphasizing the application domain. 
This dual focus is an interesting and innovative approach. Unfortunately, 
the description of functions is not related to the object-oriented model. 
System developers with experience using the Rumbaugh method also 
point out that constructing the functional model is rarely worth while. 

2.5 Software for Mobile Systems 
The overview above illustrate that popular software engineering methods 
have a strong focus on technical aspects and the representation of 
information in the system. Yet they have very little in particular to offer in 
modelling context for mobile systems. Rational Unified Process [4], for 
example, offers several principles of which none address how to model the 
context of a mobile system. Microsoft Solutions Framework [23], as 
another example, offers a set of principles for software engineering, but, 
again, has nothing in particular to say on modeling the context of a mobile 
system. 
The literature on human-computer interaction has a stronger emphasis on 
the context of computerized systems. The basic literature deals with user 
interface design from a general point of view, e.g. [24] and [25]. They 
provide extensive guidelines and techniques for user interaction design but 



nothing specific on design of mobile systems and very little on modelling 
of domain-dependent aspect as a basis for technical design. 
Some of the literature in human-computer interaction deals specifically 
with user interaction design for mobile systems. There is a general 
textbook  on design of user interaction for mobile systems [14]. This 
textbook has a strong focus on mobile systems but significantly less on the 
modelling of domain-dependent aspects and very little emphasis on the 
relation to software engineering and technical design of software. 
There is also a frowing body of literature on context awarteness. Some of 
this literature discusses definitions of ‘context’ and the implications for 
systems that are aware of their context. This group includes both 
conceptual work, e.g. [2], [27] and [28], practical guidelines for modelling 
and design, e.g. [29], [30] and [31], as well as examples of the process of 
analysing mobile activity [31] and designing context-aware mobile 
systems [32]. A common characteristic of this literature is that they work 
with various domain models, but there is very little about the relation to 
other models that are made for design of technical aspects, including the 
representation of information about the relevant domains. 
There is some literature that deals with technical design of context-aware 
systems. For example, Anagnostopoulos et al. [33] formulate a set of 
requirements for what should be modelled in designing mobile systems: 
context data acquisition (e.g., from sensors), context data aggregation, 
context data consistency, context data discovery, context data query, 
context data adaptation, context data reasoning, context data quality 
indicators, and context data integration. 
Henricksen et al. [34] start by recognizing that what is unique to 
modelling context for mobile systems: information on context is temporal, 
it is imperfect, context has several representations, and context 
information is highly interrelated. Thedy then go on to suggest a graphical 
modelling language that allow them to use three entity types ‘people’, 
‘device’, and ‘communication channel’. In addition, they can model 
association between entities like ‘static’ or ‘temporal’, dependencies 
between associations, and finally qualities of dependencies like ‘accuracy’ 
and ‘certainty’. 
Lei and Zhang [35] apply the theory of conceptual graphs to mobile 
context modelling. All items in the context are monitored and the 
conceptual graphs model this as simple graphs associated with rules and 
constraints. Baumeister et al. [36] extend UML with mobile objects, 
locations, and mobile activity. They formulate the extension in terms of 
stereotypes and end by providing a modified metamodel for UML. 



3 Empirical Study 
We have conducted an empirical study of the way in which conventional 
approaches to modeling of domain-dependent aspects can be combined in the 
design of mobile software systems. In this section, we describe the method of the 
study. 

3.1 Setting 
The study was carried out as part of a training course that was conducted 
for two companies that develop software for mobile telephones. In both 
companies, it was part of a method deployment effort. The purpose of the 
course was to teach them how to model domain-dependent aspects and 
how the resulting models could be integrated in software design. In one of 
the companies, the course was conducted once, while in the other it was 
conducted twice for two different departments. 
In both cases, the course was held in the company’s own buildings. 

3.2 Participants 
The participants in the courses were software developers from the two 
companies. The first company was a mobile telephone producer, where the 
participants came from a software development group. The second 
company was a producer of specific components for a mobile telephone. 
In both cases, there were 20-25 participants each time we held the course. 
The courses were held by the authors of this article. The courses were 
planned in collaboration and held by one of the authors. Both authors had 
considerable experience in giving analysis and design courses for software 
developers.  

3.3 Methodology 
The course was based on an object-oriented method known as Object-
Oriented Analysis & Design (OOA&D), described in [37]. The basic 
modeling approach of the method is also presented in [38]. The method 
combines modeling of the problem and application domains. 
The combination of the problem and application domain models is based 
on a simple architectural model of a general computerized system, cf. 
figure 1. The system contains a representation of the problem domain; this 
representation is also known as the model. The model keeps track of 
objects and events in the problem domain. This can be illustrated with the 

 

Fig. 1. The system and its context. The context 
is split into problem domain and application 
domain. The system is split into model, 
functions, and user interface. The problem 
domain is represented in the model. The user 
interface presents the functions and the model. 



air traffica control system: When an air craft enters the air space, the 
model gets a new object that represents the aircraft. When the radar 
detects that an aircraft has changed altitude and position, the object that 
represents this aircraft in the model will also change altitude and position. 
The users in the application domain get access to the model through the 
functions. When a controller wants to see the data from the radar on her 
monitor she utilizes a function that reads the relevant objects in the model. 
There is a whole range of functions that the controller may utilize at her 
discretion and by these functions update or read the model’s objects. A 
warning that two aircrafts are too close is also issued by a function 
assisting the controller. 
The user interface provides access to functions and handle input and 
output of information about the problem domain. The model objects are 
presented in a way that allows the users to view the state of affairs in the 
problem domain through the system. The functions are presented in a way 
that allows the users to view and activate the possible operations the 
system offers to manipulate the objects in the model. 
With OOA&D [28], the problem domain is modelled in terms of objects 
and events. The model is expressed in UML as a class diagram with all 
problem domain classes and a statechart diagram describing the dynamics 
of each problem domain class. These domain-dependent aspects are later 
designed into the computer system model. The model is a representation 
of the problem domain and it tracks objects and events in the problem 
domain. The system only registers events if information about them is 
required by the users.  
The application domain is modeled by use cases and the functions of the 
system. The functions are modelled through functional specification. 

3.4 Research Method 
On the overall level, our research approach was a combination of action 
research and case study research. This combination is commonly referred 
to as action case [39]. The study was action research in the sense that we 
were part of a situation in a software company where we helped diagnose 
the current development practice, devised an action plan, implemented the 
action plan, and reflected on the lessons learned from this [40]. Action 
research employs a dual learning cycle [41] in which the practitioners we 
collaborated with were occupied with solving a number of specific 
problems with how to model domain-dependent aspects as well as the 
interior of a mobile application and we, the action researchers, focused our 
attention on the modelling method. Action research must address, utilise 
and make a contribution relative to a body of knowledge; in particular it 
must declare the framework in which learning is to take place [42], [43]. 
The body of knowledge that we have contributed to is that of methods for 
developing and modelling mobile applications in the specific software 
companies. 
The study was case study research in the sense that we have not been 
involved in the software development project itself. We have worked with 
the software developers and we have through our interactions gained 
insight into the development context and the larger activities and company 
setting in which the development took place. Towards these issues we 
have been observers rather than actors [44]. 



3.5 Procedure 
The course was conducted in 3 full days. The first two days focused on 
modeling, with half a day as introduction to the method and the basic 
concepts, a full day on problem domain modeling and half a day on 
application domain modeling. The third day focused on system design 
where the main issue was the transformation of the problem and 
application domain models into an overall design of the software. 
The course comprised a mix of lectures and exercises. The exercise was to 
model and design an FM radio as an integrated component in a mobile 
telephone. This is an application that is available in some mobile 
telephones. It enables the user of the mobile telephone to listen to radio 
while the telephone functionality is not in use. The heart of the system is 
an FM radio receiver. The user can interact with certain information and 
functions relating to the FM radio through the telephone’s user interface. 
After each lecture, there was an exercise in the same topic. The 
participants worked with the exercise in small groups of 3 to 5 
participants. The exercise was completed with a short presentation of the 
results to the other groups. 
When the course was completed, the authors made models of the problem 
and application domains. These models were based on the models made 
by the participants and the knowledge acquired durting the course. It was 
presented as a best solution to the exercise, and we collated comments 
from the participants. This model was refined from course to course. 
After the courses, the authors collaborated with the companies to integrate 
the method in the developers’ work. That part of the work is not described 
in this paper. 

3.6 Data Collection 
During the course, the lecturer made notes about the questions that were 
asked and the difficulties that the developers faced in learning the method 
and using it for modeling domain-dependent aspects. The notes also 
included questions that were asked by the participants in the lectures and 
in particular when the Notes and exercises 
We also collected all the models that were made during the courses. 
Finally, we have documented all comments that came up in the evaluation 
of each course. 
We have analysed the empirical data by focussing on issues related to the 
notion of context. We have traced through the models and analysed the 
various modelling concepts. We have also analyzed and categorized the 
questions that were noted during the course and the issues that were 
emphasized in the final evaluation of each course. The purpose of the 
analysis was to identify challenges when modelling the domain-dependent 
aspects of a mobile system and the solutions we employed. 

4 Results 
This section presents the results of the empirical study. First, we present domain 
models that were produced in the study. Second, we provide an overview of the 
lessons learned. 
 
TABLE 1. SYSTEM DEFINITION FOR THE FM RADIO. 
F Functionality Play radio, change radio settings, automatic tuning (search), manual 

tuning, define station presets 
A Application domain Listen to radio and change station without interfering with normal use 



of the telephone 
C Conditions The system should use the API, it must cooperate with the media 

server, and it must turn off automatically when the GSM part becomes 
active 

T Technology Specifications of implementation platform, execution platform, 
interfaces to TEA, GSM part, and media server 

O Objects Radio state, Station(s) 
R Responsibility Automatic cooperation with the GSM part, manual use of the radio 

 
4.1 Domain Models 

The first result of using OOA&D is a system definition that provides an 
overall delineation of the problem and application domains as a whole. 
The system definition for the FM radio is summarized in Table 1. 
 
TABLE 2. CLASSES AND EVENTS IN THE PROBLEM DOMAIN. 

 Radio GSM 
part 

Radio 
Chip 

Station Preset 
Station 

Current 
Station 

GSM part activated       
GSM part deactivated       
Radio turned on       
Radio turned off       
Radio setting changed       
Radio chip turned on       
Radio chip turned off       
Search activated       
Search completed       
Frequency entered       
Preset station defined       
Preset station selected       

 
 
Problem Domain Model 
Within the frame of the system definition, the classes and events in the 
problem domain were selected. They are shown in Table 2, where all 
classes are listed in the horizontal dimension and all events in the vertical 
dimension. A checkmark in the table means that the class is involved in 
the event. 
The structural relations between the problem domain classes are shown in 
the class diagram shown in  
Fig. 2, in the UML notation. 
 

 
 
Fig. 2. Class diagram for the problem domain. 
For each of the classes in the class diagram, there was a statechart diagram 
describing the dynamic behaviour of objects from this class. 
 



TABLE 3. EXAMPLE OF A USE CASE FOR THE FM RADIO. 

Use case The radion is turned on by the user when he wants to listen to radio on the mobile 
telephone. The user then selects a preset station. 

If there is no signal on the frequency that is preset, an error message appears. 
Otherwise, the radio will play the station on the channel. 

If the telephone receives a call, the radio is muted. When the call is completed, the 
radio resumes. 

Objects Radio, Preset Station, Current Station 

Functions Turn radion on, Select preset station, Display error, Mute radio, Resume radio 
 
Application Domain Model 
The key elements of the application domain were also described. The first 
part of this is descriptions of all actors and a set of use cases. For the FM 
radio, there were two actors: the user and the GSM part of the telephone. 
The user is anobvious actor. The GSM part was included as an actor, 
because it can activate functions, e.g. mute the radio when a call is 
received. 
The use cases describe how a prospective user will apply the system for 
listening to radio. Table 3 shows an example of a use case. 
 
 
TABLE 4. EXCERPT FROM FUNCTION LIST FOR THE FM RADIO. 

Function Complexity Type 

Turn radio on Simple Update 

Turn radio off Simple Update 

Select preset station Simple Read + Update 

Mute radio Medium Signal 

Sech for stations Complex Update 
 

4.2 Experience from the Modelling Process 
This section presents the second part of results of our action case study. 
Here, the emphasis is on the experience that was gained when using the 
method to create the domain-depdendent models that were presented 
above. 
 
The System Definition 
The purpose of the system definition is to delineate the context of the 
system considered on an overall level. The following challenges were 
experienced with the system definition: 
 
• Vehicle for keeping focus 
• Defining granularity 
• Point of view 
• Application domain versus functions 
 
It was difficult to make a good system definition for the FM radio. The 
reason is that it expresses key decisions that are difficult to make. 
However, once it was made, it turned out to be a very powerful tool for 



keeping focus during the whole modelling activity. Sometimes, the 
participants forgot to use the system definition when they discussed an 
issue related to the limits of the problem or application domains. 
The system definition inherently involves defining the granularity in the 
model of the system’s context. For example, the system definition 
mentions key objects, and this influences the considerations made during 
problem domain analysis. The participants had difficulties selecting a 
relevant level of granularity. They could either model a single component 
of the system or the whole system. When they focussed on the whole 
system, they also had a choice of seeing it as one or a few complex 
components or a larger number of simpler components. The solution 
employed was to see the system as one unit with relations to other 
systems. 
A system can always be described from two opposite points of view. 
Either from the outside where it is considered as a black box; or from the 
inside where the focus is on its components. For example, the participants 
could describe the relation between the user and the mobile telephone with 
the radio, or they could describe the radio as a component and its interplay 
with other components. The participants shifted between these points of 
view. For the system definition, it was suggested to see the system as a 
black box and, therefore, not deal with its components. 
The system definition has the application domain as one of its six 
elements. The aim of this is to emphasize who the users are and what their 
role is in the user organization. The participants had problems describing 
this element. In most cases there was no clear distinction between 
application domain and functions. This is also reflected in the system 
definition shown in Table 1. A mobile system is usually operated by a 
single user. Therefore, the application domain becomes very simple, and 
the developers had difficulties believing that it could be that simple. 
This challenge emphasizes a key difference between conventional and 
mobile systems. For a stationary application, it is often useful to describe 
the domain where it is applied. For a mobile system, that is not possible 
because of the mobile nature of the system. This follows from the 
definition of a mobile system that was provided in the introduction. For a 
mobile system, it is more interesting to describe the application situations, 
i.e. the situations in which the device is used. 
 
The Problem Domain Model 
The problem domain model describes the part of the context that the users 
administer, monitor and control by means of the system. The modelling of 
this faced the following challenges: 
 
• Identifying classes 
• Identifying events 
• No physical counterparts 
• Classes with a single object 
• Classes versus functions 
• Users and clients 
• Structural relations 
 
Identification of the key classes was relatively straightforward. It was 
difficult to get started, but once the first candidates were identified, the 
participants suggested several more. The criterion used was whether the 



system would need to maintain information about objects from a class that 
was suggested. In addition, a class must be manageable. Some classes may 
be so small that they are really only representing an attribute. An example 
is Current Station. It is still included in the model because it represents a 
key concept that should appear in the model. We identified classes of a 
category that is not seen in conventional systems. The FM radio depends 
on two other components that are modelled as classes: GSM Part and 
Radio Chip in Fig. 2. In order to interact with these components, the FM 
radio needs to maintain updated information about their current state. 
It turned out to be much more difficult to identify events. We ended up 
modelling events that represent user actions and state changes for related 
components that the system needs to register or respond to. The 
identification of events involved significant discussion of the way in 
which the system can detect that these events have happened. 
The problem with events and to some extent also classes originates from 
the nature of the context. With a conventional system, there is often an 
existing physical context with tangible objects that we can model. A 
classical example is an inventory system, where the context includes the 
warehouse and the physical objects in it. Another example is air traffic 
control, where the context includes physical objects such as airplanes. For 
the typical mobile system, there is usually not an existing context with 
physical objects. The key classes in the class diagram for the FM radio 
model virtual objects that only exist in the computer system. We solved 
this by considering to what extent the system should administer, monitor 
or control other components that were part of the device. These became 
classes. 
In object-oriented methods, a class can be defined as a description that is 
common for a set of objects. Moreover, it is often suggested that classes 
with only a single object are very unusual. In our case, four out of six 
classes had only one object (Radio, GSM Part, Radio Chip and Current 
Station). We have seen the same with other applications for mobile 
devices. Thus single object classes are more common. Other examples of 
potentially relevant single object classes are screen, loudspeaker and 
headset but also more abstract items like a session and a connection. 
The participants modeled the problem domain before they modeled the 
application domain. A consequence of this order was that they defined 
problem domain classes that really reflected requirements to functionality 
and thereby pertained to the application domain model. We solved this by 
emphasizing the criterion: “Do you want to maintain information about 
this?” This problem is solved with experience, because more experienced 
designers model the problem and application domains in parallel. 
The context of the mobile device included clients, which is a generic term 
we introduced to cover both users and other components that will use the 
system we are modeling. The question was whether these clients should be 
included in the model of the problem domain. The general answer is that 
they should be in the model if we need to register information about them. 
For the FM radio it was considered as a possibility that different users 
could have their individual sets of preset stations. In that case, User would 
have been a class in the model of the problem domain.  



The model of the problem domain can employ the following object-
oriented structures:  generalization, aggregation and association. In our 
study, it was quite easy to explain these means of expression in general, 
but it was hard to relate them to their “actual counterparts” when the 
system was running. It was especially difficult with aggregation and 
association. This was solved by focusing on the ‘has-a’ definition of 
aggregation. In addition, we used construction and destruction of objects 
to differentiate between associated and aggregated objects. 
 
The Application Domain Model 
The purpose of the application domain model is to describe how the model 
of the problem domain is applied by users and other systems. Key 
elements in the model are use cases and a complete list of system 
functions. The modeling of this faced the following challenges: 
 
• Identifying users 
• Generating use cases 
 
The conventional approach is to define the users of the system as the 
people who are working in the application domain. Above, it was 
emphasized that it was impossible to identify a specific application 
domain for the FM radio. As a consequence, we had no simple way of 
identifying the users of the system. In addition, many components in a 
mobile system are applied by other components. Some of these 
components may then have users, and a difficult question was whether we 
should describe the component as the user or the user of that external 
component as the users of the system in question. To solve this, we 
introduced the notion of client which includes users as well as other 
systems or components. Thereby, we emphasized the direct user of the 
system considered. 
A related problem was that it was difficult to generate use cases. They are 
usually defined by identifying tasks in the application domain and then 
selecting those that will be supported by the system. This is basically a 
top-down approach. The difficulty of describing the application domain 
for the FM radio implied that we could not use that approach. Instead, we 
tried a bottom-up approach, where the participants described a set of 
activities that would involve use of the system. 
For the system definition, it was suggested to focus on application 
situations instead of the application domain. This might also make it easier 
to generate relevant use cases. However, we did not try this idea out in our 
study. 
 
Modelling System Behaviour 
The problem domain model is by nature static. During the modelling of 
the context for the FM radio, certain dynamic issues were considered. 
These issues were: 
 
• Detecting event occurrences 
• Handling errors 
• Connected devices 
 
Events are described as part of the problem domain model. In design, it is 
decided how they are represented in the model and presented on the user 



interface. When the system is running, the model should be updated each 
time an event occurs. Therefore, we need to consider for each event how 
we can detect an occurrence. This issue is important already in the 
modelling activity. If an event occurrence cannot be detected, the event 
should not be in our model. 
In the modelling of the context of the FM radio, errors turned out to be a 
very important issue. These errors were often complex and related both to 
the problem domain, the application domain and the functions of the 
system. With a classical administrative system, errors are handled by 
humans. Therefore, it is not as important to include them in the model. 
This was different for the mobile system that we modelled. Here, the 
system would need to handle errors, and therefore they should be 
described. Based on this experience, we would suggest that potential 
conflicts between systems are identified on an overall level in the system 
definition as part of the description of the technical platform. 
The system needs information about the devices that are connected. If the 
set of connected devices can change dynamically, they need to be 
registered by the system. In our case, we turned out to have a static set of 
connected devices. Therefore, we did not inquire into this aspect. 

5 Discussion 
The lessons we have learned from the action case study are twofold. First, the 
participants have managed to model the context of their mobile system by means 
of the concepts we offered them from OOA&D. They modelled the domain-
dependent aspects they will need to represent in the system and explicitly leaving 
out quite many aspects of the context that the mobile system need not be 
concerned with. The distinction between problem domain and application domain 
helped them decide for their system what is part of the dynamically changing 
context which need to be modelled. The concepts of object and event helped them 
figuring out how to represent that part of the context in the model. The model 
contains objects, but more importantly the objects experience events that 
represent the defined changes. 
Second, the participants did meet several challenges as explained in section 4.2. It 
is interesting to note that the challenges were concerned with how to apply the 
distinctions and concepts. When the participants had understood how to apply the 
distinction and the concepts, they had no problems with modelling by means of a 
subset of the modelling language UML 2.0. We therefore contend that the 
challenges for modeling domain-dependent aspects of mobile systems is not really 
a matter of extending the existing modelling language irrespective of whether that 
is based on conceptual graph theory or on UML.  
The lessons learned from the action case study emphasize two other issues. First, 
the approaches to modelling context for mobile systems described in section 2 and 
3 have something to offer for both the concern for representation and the concern 
for presentation. The results from the action in section 4 show in detail that 
modelling is all about deciding what should be represented in the model. That 
should be clear from the described experience with how to identify objects and 
how to identify events in subsection 4.2. The linkage to concern for presentation 
is as follows. The very reason to include a particular object or a particular event is 
that it needs to be presented in the user interface. The class ‘Current Station’ is in 
the model as a representation of the problem domain. It is there because we want 
to be able to show in the display what the current station is. Similarly, the event 



‘Frequency entered’ is there because we want to be able to show on the display 
that a frequency has been entered for the current station. The linkage between the 
representation and the presentation is in one sense intrinsic because we cannot 
show any item or behaviour in the problem domain that is not represented in the 
model. The linkage is also in some sense extrinsic because there is separation of 
concerns in the system’s architecture. The architecture is layered and how the 
problem domain is represented is hidden for the above layers. Vice versa, how the 
problem domain items and behaviour is presented is hidden for the model. 
Second, the modelling of domain-dependent aspects of mobile systems as we 
have explained it in section 2 and 3 is an improvement compared to other 
software engineering methods like RUP [4] and MSF [23] because: (a) it 
recognizes a context that is outside the system that needs to be represented within 
the system, and (b) it offers a better linkage to the design of the human-computer 
interaction. It is also an improvement compared to the human-computer 
interaction methods because: (a) it points directly at what in the context that needs 
to be presented, (b) it offers a better linkage to software engineering, and (c) it 
utilizes a clear, layered software architecture that separates concerns between the 
model (what is represented) and the user interface (how it is presented).  
For a mobile system adaptability is a main issue. When Anagnostopoulos et al. 
[33] state the modelling requirement that “the application should be capable of 
adapting its behavior according to contextual information” little has really been 
said as any non-trivial software system should have reasonable responses to its 
stimuli which in the case of a mobile system will encompass contextual changes. 
At a more specific level adaptability is easier said than implemented. The 
approach to modeling that we have presented here is particularly directed at 
deciding exactly which contextual changes that are taken to be important to the 
system. This means that the model will be adaptive towards the changes that are 
already modeled as events in problem domain. It also means that the system is 
incapable of adapting to whatever changes that may occur in the context which 
we have not modeled. At one level there is little surprise in this as the system can 
only perform according to an algorithmic specification. At another level it is often 
forgotten in the process of modeling that a system can only adapt to events that 
have already been foreseen. 
Adaptability towards changes in the problem domain is thus dealt with by 
modeling the changes as events. Adaptability towards changes in the application 
domain and in the underlying technical resources has to be dealt with in a slightly 
different way. Changes in the application domain have to be handled by providing 
several sets of interaction. That means we will have to model this in more than 
one set of use cases. A particular set of use cases will then be designed for a 
particular purpose (or situation as discussed above). The user’s purpose (or 
situation) changes the available interaction should change similarly. To achieve 
that, the user’s purpose (or situation) has to be modeled as part of the problem 
domain, i.e., we need to know about the user’s task, purpose or situation.  
Changes in the underlying technical resources have to be handled by 
encapsulating the different underlying resources. An example of that is that in one 
situation we are connected to the world by a Bluetooth connection to a stationary 
device and in another situation we are connected to the world by a WiFi 
connection. Again, we need to know about which technical resources are with 
reach and they should thus be modeled as part of the problem domain. It then 



becomes an event when we are entering Bluetooth reach and another event when 
we are leaving. 

6 Conclusion 
This paper addresses how we can model domain-dependent aspects of mobile 
systems with the purpose of providing a basis for designing the system. We have 
surveyed existing research literature on this question. The existing literature 
focuses either on the problem domain or the application domain. For designing a 
mobile system, this is not adequate. 
We have presented results from an empirical study of domain modeling in relation 
to a specific mobile software system. We have modeled the application and 
problem domains for this system with the aim of providing a useful basis for 
technical design of the mobile system. The application has been used in an action 
case study where we have enquired into teaching and deployment of a modelling 
method in a large group of software developers in mobile software companies. 
From the action case study we have presented both the results in terms of the 
models we arrived at and in terms of the process we went through. The resulting 
models show that the problem domain for the example case has been modelled in 
terms of classes and events. The process experience emphasizes the challenges 
faced by software developers whehn modeling domain-dependent aspects of a 
mobile system.  
The method we have applied in the action case study and reported on in this paper 
suggests modelling of domain-depdendent apsepcts of mobile systems based on 
ther following five principles: 
 
• The modelling of context is based on a fundamental distinction between the problem 
domain and the application domain. 
• The starting point is a system definition that assists in defining the system’s scope 
and delimits the problem and application domains. 
• The problem domain is modelled in terms of the basic concepts ‘object’ and ‘events’ 
and described in a class diagram and a set of statechart diagrams. 
• The application domain is modelled in terms of ‘use cases’ and ‘functions’ and 
described in related specifications. 
• The model and its selection of objects and events are useful for both design of 
representation and presentation in a software system. 
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