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Abstract. The prevalence of string solvers in formal program analysis
has led to an increasing demand for more effective and dependable solv-
ing techniques. However, solving the satisfiability problem of string con-
straints, which is a generally undecidable problem, requires a deep under-
standing of the structure of the constraints. To address this challenge, the
community has relied on SMT solvers to tackle the quantifier-free first-
order logic fragment of string constraints, usually stated in SMT-LIB
format. In 2020, the SMT-LIB Initiative issued the first official standard
for string constraints. However, SMT-LIB states the semantics in a semi-
formal manner, lacking a level of formality that is desirable for validating
SMT solvers. In response, we formalize the SMT-LIB theory of strings
using Isabelle, an interactive theorem prover known for its ability to for-
malize and verify mathematical and logical theorems. We demonstrate
the usefulness of having a formally defined theory by deriving, to the
best of our knowledge, the first automated verified model verification
method for SMT-LIB string constraints and highlight potential future
applications.

1 Introduction

Satisfiability Modulo Theories (SMT) solvers [6] have been instrumental in deter-
mining the satisfiability of first-order logic formulae within a given theory, driving
much of the development of software verification [24,18] and formal verification
applications. They have also seen widespread use in areas such as security [41,48]
and program analysis [9,39].

A particular area where SMT solving is frequently applied is the verification
of string-heavy programs. This can be partly attributed to the fact that strings
are the most commonly used data type for processing user data and, conse-
quently, mishandling of strings can pose significant security risks. Indeed, third-
ranked security risk on the Open Web Application Security Project’s (OWASP)
top ten security risks in 2023 are injection attacks, which are fundamentally
caused by inadequate string handling. While string reasoning is most commonly
associated with web security applications[41,47], it is also applied in other areas
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such as model checking [25] and cloud security [2,40]. Verification and automated
reasoning tools typically discharge the heavy lifting of string constraint solving
to dedicated SMT solvers. Over the past years, this led to the development
of numerous solvers specialized in string reasoning (e.g.,[1,15,36,16,30]) and to
widely adapted SMT solvers, such as cvc5 [3] and Z3 [17], adding support for
strings. In 2020, efforts converged and were incorporated into the SMT-LIB 2.6
standard [44]. With the addition of the theory of strings, the SMT-LIB 2.6 stan-
dard strives to establish a common language and consistent semantics for solving
problems related to strings.

Given their extensive usage, it is crucial to ensure that SMT solvers behave
correctly and that implementation errors are detected as early as possible. A
central question in that regard: Can we trust an SMT solver’s result? If a solver
determines that an input formula is satisfiable, it usually provides evidence of its
decisions in the form of a model, i.e., an assignment of constants to the variables
which satisfies the formula. A common practice to assess the soundness of a solver
is to use another solver as an oracle to check whether the produced assignment
indeed satisfies the formula at hand. However, that shifts the trust problem from
one solver to another and poses a high risk of implementation errors carrying
over to new solvers.

To address this problem, we present a novel approach for validating models
produced by SMT solvers using Isabelle/HOL, an interactive theorem prover
that provides a high-level specification language for expressing logical problems
and powerful automation capabilities for proving properties [45]. In particular,
our contributions are the following. We formalise the semantics of the SMT-
LIB 2.6 theory of strings in Isabelle/HOL and provide an implementation of the
standard model that is provably correct. The formalisation proved itself useful
as we found inconsistencies in the standard, e.g., in the str. indexof operator, as
we highlight in Section 3. The formalisation enables us to assess the soundness
of SMT solvers by proving that an assignment produced by a solver is indeed a
model of the input formula. Unlike using existing SMT solvers as test oracles,
this provides a very strong guarantee that a model is indeed correct. We outline
our efforts in building a model verification framework in Section 4 and show its
usefulness on soundness issues reported in the literature.

Related Work. If we look at the Boolean satisfiability problem (SAT) rather than
SMT then there are a number of works that use interactive theorem provers to
construct verified SAT solvers. These were developed in Isabelle by Maric et al.
[35,33,34], also in Isabelle by Fleury et al. [20,23,19,22,10,21,12,11], in Coq by
Lescuyer [32] and in PVC by Shankar and Vaucher [43]. Additionally, there is the
verified SAT solver in GURU by Oe et al. [38] which ensures model soundness
at run time but is not proven to terminate.

SMT has also been combined with interactive theorem proving. In Isabelle,
the smt tactic will run an SMT solver on a proof goal given in Isabelle, and then
the tactic will try to reconstruct the proof in Isabelle’s logic. The tactic supports
Z3 with the theories of equality, uninterpreted functions, arrays, linear integer
arithmetics and real arithmetics [13]. In order to be able to reconstruct the
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proofs generated by the SMT solver, the SMT solver needs to be able to return
a representation of the proof it generated. A recent work in this direction is by
Schurr et al. who are building a common format, Alethe, to be used to reconstruct
proofs made by SMT solvers [42]. Another recent work is by Barbosa et al. [4] who
generate proofs for cvc5 and are also working on exporting them to the Alethe
format. The above work concerns proof production from SMT solvers where the
interest is in proving that a formula is satisfied by all models. The focus of our
work goes in a different direction, namely that of checking in the String theory
whether the model given by an SMT solver actually satisfies the input formula.

In the context of string solving, Kan et al. [27] developed a solver for a frag-
ment of string constraints that is completely verified in Isabelle/HOL. On the
theoretical side, implementations of regular expressions [29] and general theo-
rems on combinatorics on words [26] were made in Isabelle/HOL.

2 Preliminaries

SMT. SMT extends SAT solving to many-sorted first-order logic within a given
logical background theory T that fixes the domain and the interpretation of the
non-logical symbols. Solving an SMT formula φ in the theory T involves deter-
mining whether a model M exists in T that satisfies φ. The increasing interest in
SMT led to the development of the SMT-LIB standard [5], which provides a mod-
eling language for many-sorted first-order logic and specifies various background
theories. SMT solvers ingest formulae expressed in the language of SMT-LIB
and check their satisfiability according to a theory or a combination of theories
specified in the SMT-LIB standard. Theories in SMT-LIB are described in terms
of syntactical elements, i.e., the non-logical symbols. The intended semantics of
theories are defined informally in natural language [5]. Examples of available
theories include fixed-size bitvectors, integers, reals, and strings.
Theory of strings. We briefly summarise the theory of strings, TS . An outline of
the syntax is depicted in Figure 1. The theory deals with Boolean combinations
of atomic formula including string equalities and inequalities, regular expres-
sion membership, and extended string predicates like containment and prefix
relations.

A string term is a finite, ordered sequence of characters drawn from a finite
alphabet, like ASCII or Unicode. String concatenation is denoted by tstr · tstr.
The length of a string term w, denoted by str .len(w), is the number of charac-
ters. We also use |w| to refer to the length of w for readability. An empty string
is represented by ϵ and has a length of 0. Operations referring to the index of
a character or a sub-string within a string utilise zero-based indexing, that is,
the first character has an index of zero. The term str.to_int treats a string as
a non-negative base-10 integer, possibly with leading zeros. If the string is neg-
ative or contains non-digit characters, the value is -1. The term str.from_int
converts a non-negative integer to the shortest possible string representing it in
base 10. If the integer is negative, the value is an empty string. The atoms in
Are correspond to regular membership constraints of a string term in a regular
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F ::= Atom | F ∧ F | F ∨ F | ¬F
Atom ::= tstr = tstr | Aint | Aext | Are

Are ::= tstr ∈ RE
Aint ::= tint = tint | tint < tint

Aext ::= str .contains(tstr , tstr) | str .prefixof (tstr , tstr) | str .suffixof (tstr , tstr)
tint ::= m | v | str .len(tstr) | tint + tint | m · tint | str .indexof (tstr , tstr , tint) |

str .to_int(tstr) where m ∈ Conint & v ∈ Var int
tstr ::= s | v | tstr · tstr | str .from_int(tint) | str .replace(tstr , tstr , tstr) |

str .replace_all(tstr , tstr , tstr) | str .at(tstr , tint) | str .substr(tstr , tint , tint)
where s ∈ Constr and v ∈ Varstr

Fig. 1: The syntax of the theory of strings TS .

expression RE, constructed using accustomed regular operators. The satisfia-
bility problem for the quantifier-free theory TS involves determining whether
there exists an assignment of some constant in Constr to every string variable
in V arstr and some constant in Conint to every integer variable in V arint, such
that the formula evaluates to true under the semantics given in the SMT-LIB
standard. If such an assignment exists, the formula is satisfiable, and if not, it
is unsatisfiable.

For more information on the syntax and semantics of the theory of strings,
we recommend referring to the SMT-LIB standard for the theory of strings [44].
Isabelle. Isabelle [37,45,46] is a generic proof assistant. Proof assistants are com-
puter programs in which users can define objects from mathematics, logic and
computer science, and prove lemmas and theorems about them. The proof as-
sistant checks that the proofs are correct, and it can also perform parts of (or
whole) proofs automatically. The value of this is that users get a very strong
guarantee that their proofs are correct. Isabelle achieves this by having a small
kernel that implements a relatively simple logical derivation system. That Is-
abelle is generic means that it supports several logics, the most prominent being
Isabelle/HOL which is Isabelle’s implementation of higher-order logic (HOL).
This is also the logic that we are using in the present paper. Popularly speaking,
Isabelle/HOL combines typed functional programming and logic.

3 Formalising the SMT Theory of Strings

The SMT-LIB theory of strings allows reasoning over finite sequences of char-
acters and regular languages. The signature of the theory contains three sorts
String, RegLan, and Int and consists of the various function symbols shown in
Figure 1, such as str. substr, str. at. The SMT-LIB standard not only specifies
syntax but also provides corresponding semantics. That is, the symbols are not
intended to be interpreted arbitrarily but rather in a standard model in which
the domains of the sorts are fixed and the interpretation of the function sym-
bols is predefined. In particular, the domain of String is fixed to the set of all
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finite words in UC∗, where UC is the alphabet of 196607 Unicode characters,
the domain of RegLan is the set of all regular languages over String, i.e., the set
2UC∗ , and Int refers to the standard set of integers. The intended semantics of
the function symbols within the respective domains are expressed semi-formally,
in natural language. For example, the standard defines the semantics of the
function as follows.

If 0 ≤ m < |w| and 0 < n then str. substr(w, m, n) is the unique word
w2 such that w = w1w2w3, |w3| = m, and |w2| = min(n, |w| − m) for
some words w1 and w3. Otherwise str. substr(w, m, n) = ε.

We formalise the standard model in Isabelle/HOL. This formalisation comprises
an interpretation of all symbols as functions in Isabelle, a translation of the
semantics of the standard model into higher-order logic sentences, and proofs
that our interpretation satisfies them.

For example, we implement a function substr::"uc_string ⇒ int ⇒int ⇒
uc_string", where uc_string denotes the type of Unicode strings, and int is

the type of integers, and prove the following two lemmas:

assumes "0≤m ∧ m<|w| ∧ 0<n" shows "∃!v. substr w m n = v
∧ ∃x y. w=x·v·y ∧ |x|=m ∧ |v|= min n (|w|-m)"

assumes "0>m ∨ m≥|w| ∨ 0≥n" shows " substr w m n = ε"

These lemmas formalise the meaning of str. substr as detailed above. Our formal-
isation3 currently encompasses all function symbols except for str. replace_all,
str. replace_re, and str. replace_re_all.
Formalisation. We implement SMT-LIB functions based on a formalisation of
the notions of words and regular expressions in Isabelle/HOL. To represent words
over an arbitrary alphabet, we introduce the type ’a word which is a synonym for
lists of arbitrary type, i.e., ’a word ≡ ’a list. The type ’a word allows instan-
tiation with arbitrary types as the underlying alphabet. The SMT-LIB standard
specifies the alphabet to be Unicode characters. Therefore, we introduce a new
type UC defined as the subset {0, . . . , 196, 607} of integers, such that each term
of type UC corresponds to a unique code point in the Unicode alphabet. By using
UC as the type of the alphabet, the resulting type UC word is inhabited by all
words over the Unicode alphabet and is thus a formalisation of the String sort
defined by the SMT-LIB standard.

We implement the SMT-LIB string functions in terms of UC word and show
that the implementation satisfies the properties of the standard model, as ex-
emplified above. In doing so, we rely on functions on lists, as well as associated
lemmas, that are already present in the Isabelle core libraries. For instance, the
str. ++ function directly corresponds to the Isabelle list append function. More
complex SMT-LIB functions additionally require reasoning about the factors of
a word, which we handle by implementing a function that projects a word w onto
the factor w[i; j] between two indices i, j ∈ N with 0 ≤ i ≤ j. We implement

3 Available at https://github.com/formalsmt/isabelle_smt
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SMT-LIB str. substr and str. at in terms of this function. Moreover, the projec-
tion to factors allows searching and replacing occurrences and factors with other
words, as required by the SMT-LIB functions str. indexof, str. replace, respec-
tively. However, while Isabelle uses natural numbers to represent the lengths of
lists, the SMT-LIB standard defines the length of a string, including the indices
of substrings, as integers. Therefore, we require additional conversions between
integers and natural numbers and must handle edge cases. For example, in the
str. substr implementation, we first check whether the given indices are valid,
i.e., whether they are within the bounds of the string, then convert them to
natural numbers, and finally project the string onto the corresponding factor:

str_substr w m n = if n ≥ 0 ∧ 0 ≤ m ∧ (( nat m) ≤ |w|-1)
then w[( nat m);( nat (m+n))] else ε

To formalise the regular membership predicate, i.e., str. in_re, which evalu-
ates to true whenever a given string term is a member of a given regular language,
we first introduce an algebraic data type ’a regex characterizing regular expres-
sions. The type contains a constructor for each regular operation defined by the
SMT-LIB standard, including ’a word as one of the base cases. Likewise to the
type ’a word, we instantiate ’a regex with the type UC to obtain the type UC
regex, which is inhabited by all regular expressions over the Unicode alphabet.
To establish a connection between regular expressions and regular languages as
defined by the standard, we additionally define the function lang::"’a regex ⇒
’a word set that maps a regular expression to its language using accustomed

semantics. Hence, for any UC regex term r, the set lang r is a (regular) subset
of the set of all UC word terms, which means that UC regex formalises the sort
RegLan. We prove that the regular expression type, equipped with the lang
function, satisfies all properties that the SMT-LIB theory of strings requires.

For example, we show that regular concatenation, re_concat, expresses the exact
language specified by the standard, by proving the following lemma:

lang ( re_concat r e) = { x·y | x y. x ∈ lang r ∧ y ∈ lang e }

Finally, we implement the str. in_re predicate in terms of Brzozowski deriva-
tives [14]. We follow the approach outlined in [28], but adapt it to account for
the full set of regular operations defined by the SMT-LIB theory of strings. That
is, we define a function deriv::"’a regex ⇒ ’a ⇒ ’a regex that computes the
derivative of a regular expression w.r.t. a single character, and its extensions
to words derivw::"’a regex ⇒ ’a word ⇒ ’a regex. We then prove that for a
term w of type ’a word and a term r of type ’a regex, w is contained in the set
lang r if and only if the derivative derivw r w contains the empty word.

Using Brzozowski derivatives, testing regular membership amounts to exe-
cuting a finite number of deterministic derivations steps. This approach is prefer-
able to testing whether a words is contained in a (possibly infinite) set using the
lang function, as Isabelle can perform the finitely many derivation steps auto-
matically. This is especially important for the automated model verification as
described in Section 4.
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φ SMT-LIB
formula ½ SMT solver � Model

$ Conversion Û Isabelle/HOL

e Theory

✓ valid model

? unknown

p invald model

Fig. 2: SMT model verification process overview.

Inconsistencies. During our formalisation, we discovered several inconsistencies
in the standard. Foremost, we found that the function str. indexof is not well-
defined for all inputs. The standard requires that

if str. contains(w, w2) = true and i ≥ 0 then str. indexof(w, w2, i) is
the smallest n such that w = w1w2w3 for some words w1, w3 with
i ≤ n = |w1|. Otherwise, str. indexof(w, w2, i) is −1.

However, if either i ≥ |w| or str. contains(substr(w, i, |w|), w2) = false, then such
an n cannot exist. For instance, str. indexof(“ab”, ε, 3) is a counterexample con-
cerning the first case. We have 3 ≥ 1 and str. contains(“ab”, ε) by the definition
of str. contains, but there are no words w1, w3 with “ab” = w1 · ε · w3 = w1 · w2
and 3 ≤ |w1|. For the second case, consider str. indexof(“ab”, “a”, 1). Again
str. contains(“ab”, “a”) and 1 ≥ 0, but no words w1 w2 with “ab” = w1 · “a” · w2
and 1 ≤ |w1| exist. In order to establish well-defined semantics for str. contains,
we suggest modifying the premises such that str. contains(substr(w, i, |w|), w2) =
true instead of str. contains(w, w2) = true and additionally ensuring that i ≤ |w|
is satisfied.

Besides that, we found a minor inconsistency in the signatures of str. replace_re
and str. replace_re_all. The standard defines them first as functions of type
String → RegLan → String → String but later as functions of type String →
String → String → String. The former was clearly intended.

4 Model Verification using Isabelle

We present SMTmv4, an automated tool for SMT model verification that lever-
ages our formalisation to check the accuracy of models generated by SMT solvers.
The verification process involves a sequence of steps, which are summarized in
Figure 2. For a satisfiable formula φ, an SMT solver is able to produce a model
M , i.e., a variable assignment that satisfies the formula. SMTmv takes this
potential model and converts it into Isabelle/HOL by mapping SMT-LIB func-
tions to corresponding counterparts in the presented formalisation, and logical
connectives to equivalent Isabelle primitives. The result is a shallow embedding
φI in Isabelle that is equivalent to φ within the standard model of the theory
4 Available at https://github.com/formalsmt/SMTmv

https://github.com/formalsmt/SMTmv


8 K. Lotz, M. Kulczynski, D. Nowotka, D. Poulsen, and A. Schlichtkrull

Table 1: Results using SMTmv to replicate and verify soundness issues high-
lighted in [8]. Here, “t.o.” stands for “timeout” (60 seconds) and “�-time” mea-
sures the average time it took SMTmv to verify a model, not including timeouts.

Solver Tested Solver Result SMTmv
sat unsat t.o. invalid valid unknown error t.o. �-time

Z3Trau 5325 2940 2126 259 1846 0 1 0 1093 33.36s
Ostrich 28 21 7 0 20 0 0 1 0 4.88s
Z3Str3 13 0 13 0 0 0 0 0 0 -

of strings. Afterwards, SMTmv represents the assignment M equivalently as a
conjunction of equalities MI . Thus, within the SMT-LIB theory of strings, M is
a model to φ if and only if MI |= φI . SMTmv expresses MI |= φI as a lemma
in Isabelle/HOL and queries the system to search for a proof. If Isabelle finds a
proof, the assignment produced by the SMT solver is provably a model to the
formula, and consequently, SMTmv returns valid. If Isabelle/HOL instead finds
that the model doesn’t satisfy the formula, it returns invalid. In cases where
Isabelle/HOL can neither find a proof nor a counterexample, SMTmv returns
unknown.
Analysis. To showcase the effectiveness of SMTmv, we utilise it to verify
the soundness problems highlighted in [8]. The accompanying artifact offers a
database of SMT-LIB instances and their reported outcomes. We re-ran the –
at the time – unsound solvers Z3Trau [1], OSTRICH [15], and Z3str3 [7] to
replicate the soundness issues and used SMTmv to verify the produced models.
Note that we intentionally used outdated solver versions on which the errors were
reported to demonstrate the effectiveness of SMTmv and that all solvers might
have since been fixed. All experiments were run with a timeout of 60 seconds
per instance for each, the solver and SMTmv. Our findings are summarised in
Table 1. According to Berzish et al., Z3Trau had 5,325 soundness issues, out
of which SMTmv was able to identify 1846 provably invalid models. On 1,093
instances SMTmv timed out. However, Z3Trau persistently produced models
with a total length of well over 40,000 characters, which Isabelle was unable
to handle within the set time limit. OSTRICH supposedly had 28 soundness
issues. SMTmv found that 20 of them are due to invalid models. In one case
OSTRICH returned sat on a formula that contains a unary disjunction, which
is not valid syntax according to the SMT-LIB standard. Isabelle rejected this
formula and SMTmv reported error. For Z3str3 [7], the authors reported 13
soundness issues, none of which were due to an invalid model.

5 Conclusion and Further Work

We presented a formalisation of the SMT-LIB theory of strings in Isabelle/HOL.
Through this formalisation, we have identified inconsistencies in the SMT-LIB
theory of strings and proposed rectifications for them. Additionally, we have



Verified Verifying: SMT-LIB for Strings in Isabelle 9

introduced a tool, named SMTmv, that automates the validation of SMT mod-
els and successfully identified invalid model production as the cause of known
soundness issues in several solvers. We believe SMTmv will be valuable for both
SMT solver developers and practitioners in identifying and rectifying sound-
ness errors, e.g. integrated into the benchmarking tool ZaligVinder [31]. Our
formalisation in Isabelle/HOL lays the groundwork for future research, such as
extending the expressiveness to support other SMT-LIB theories beyond strings
or providing a deep embedding of the SMT-LIB logic into Isabelle.
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